Java Arrays

Normally, an array is a collection of similar type of elements which has contiguous memory location.

**Java array** is an object which contains elements of a similar data type. Additionally, The elements of an array are stored in a contiguous memory location. It is a data structure where we store similar elements. We can store only a fixed set of elements in a Java array.

Array in Java is index-based, the first element of the array is stored at the 0th index, 2nd element is stored on 1st index and so on.

Unlike C/C++, we can get the length of the array using the length member. In C/C++, we need to use the sizeof operator.

In Java, array is an object of a dynamically generated class. Java array inherits the Object class, and implements the Serializable as well as Cloneable interfaces. We can store primitive values or objects in an array in Java. Like C/C++, we can also create single dimentional or multidimentional arrays in Java.

### **Advantages**

* **Code Optimization:** It makes the code optimized, we can retrieve or sort the data efficiently.
* **Random access:** We can get any data located at an index position.

### **Disadvantages**

* **Size Limit:** We can store only the fixed size of elements in the array. It doesn't grow its size at runtime. To solve this problem, collection framework is used in Java which grows automatically.

\*\* The **Scanner class** in Java, found in the java.util package, is commonly used for obtaining input of primitive types like int, double, and strings. While it’s straightforward for reading input in a Java program, there are some **disadvantages** associated with using it:

1. **Inefficiency in Competitive Programming**:
   * The Scanner class is **not very efficient** when time is a constraint, especially in competitive programming scenarios. If you need a faster input method, consider alternatives.
2. **Slower Performance with Large Data**:
   * When dealing with **large amounts of data**, the Scanner class can be slower compared to other input methods. If performance is critical, explore more efficient options.
3. **Exception Handling for Mismatched Input**:
   * The Scanner class can throw exceptions if the input does not match the expected type. For example, if you use nextInt() and the user enters a string, an exception occurs.
4. **Not Synchronized and Not Thread-Safe**:
   * The Scanner class is **not synchronized** and **not thread-safe**. If you’re working in a multithreaded environment, be cautious.
5. **Limited Buffer Memory**:
   * The Scanner class has a relatively small buffer memory (approximately 1KB). If you’re dealing with large input streams, this limitation may impact performance.

## \*\*\*Java Classes

A class in Java is a set of objects which shares common characteristics/ behavior and common properties/ attributes. It is a user-defined blueprint or prototype from which objects are created. For example, Student is a class while a particular student named Ravi is an object.

### Properties of Java Classes

1. Class is not a real-world entity. It is just a template or blueprint or prototype from which objects are created.
2. Class does not occupy memory.
3. Class is a group of variables of different data types and a group of methods.
4. A Class in Java can contain:
   * Data member
   * Method
   * Constructor
   * Nested Class
   * Interface

### Class Declaration in Java

access\_modifier **class** <class\_name>

{

data member;

method;

constructor;

nested class;

interface;

}

### Components of Java Classes

 In general, class declarations can include these components, in order:

1. ***Modifiers****: A class can be public or has default access (Refer*[*this*](https://www.geeksforgeeks.org/access-specifiers-for-classes-or-interfaces-in-java/)*for details).*
2. ***Class keyword:****class keyword is used to create a class.*
3. ***Class name:****The name should begin with an initial letter (capitalized by convention).*
4. ***Superclass(if any):****The name of the class’s parent (superclass), if any, preceded by the keyword extends. A class can only extend (subclass) one parent.*
5. ***Interfaces(if any):****A comma-separated list of interfaces implemented by the class, if any, preceded by the keyword implements. A class can implement more than one interface.*
6. ***Body:****The class body is surrounded by braces, { }.*

## \*\* Java Objects

An object in Java is a basic unit of Object-Oriented Programming and represents real-life entities. Objects are the instances of a class that are created to use the attributes and methods of a class.  A typical Java program creates many objects, which as you know, interact by invoking methods. An object consists of :

1. **State**: It is represented by attributes of an object. It also reflects the properties of an object.
2. **Behavior**: It is represented by the methods of an object. It also reflects the response of an object with other objects.
3. **Identity**: It gives a unique name to an object and enables one object to interact with other objects.

Example of an object: dog

\*\* ***Note:****When we create an object which is a non primitive data type, it’s always allocated on the heap memory.*

## \*\* Anonymous Objects in Java

Anonymous objects are objects that are instantiated but are not stored in a reference variable.

* They are used for immediate method calls.
* They will be destroyed after method calling.
* They are widely used in different libraries. For example, in AWT libraries, they are used to perform some action on capturing an event(eg a key press).
* In the example below, when a key button(referred to by the btn) is pressed, we are simply creating an anonymous object of EventHandler class for just calling the handle method.

## \*\*\*\*What are Constructors in Java?

In Java, a Constructor is a block of codes similar to the method. It is called when an instance of the class is created. At the time of calling the constructor, memory for the object is allocated in the memory. It is a special type of method that is used to initialize the object. Every time an object is created using the new() keyword, at least one constructor is called.

\****Note:****It is not necessary to write a constructor for a class. It is because the java compiler creates a default constructor (constructor with no arguments) if your class doesn’t have any.*

### **How Java Constructors are Different From Java Methods?**

* Constructors must have the same name as the class within which it is defined it is not necessary for the method in Java.
* Constructors do not return any type while method(s) have the return type or **void** if does not return any value.
* Constructors are called only once at the time of Object creation while method(s) can be called any number of times.

## \*\***Need of Constructors in Java**

Think of a Box. If we talk about a box class then it will have some class variables (say length, breadth, and height). But when it comes to creating its object(i.e Box will now exist in the computer’s memory), then can a box be there with no value defined for its dimensions? The answer is N**o**.   
So constructors are used to assign values to the class variables at the time of object creation, either explicitly done by the programmer or by Java itself (default constructor).

### **When Java Constructor is called?**

Each time an object is created using a **new()** keyword, at least one constructor (it could be the default constructor) is invoked to assign initial values to the **data members**of the same class. Rules for writing constructors are as follows:

* The constructor(s) of a class must have the same name as the class name in which it resides.
* A constructor in Java can not be abstract, final, static, or Synchronized.
* Access modifiers can be used in constructor declaration to control its access i.e which other class can call the constructor.

So by far, we have learned constructors are used to initialize the object’s state. Like [methods](https://www.geeksforgeeks.org/methods-in-java/), a constructor also contains a collection of statements(i.e. instructions) that are executed at the time of Object creation.

## Types of Constructors in Java

Now is the correct time to discuss the types of the constructor, so primarily there are three types of constructors in Java are mentioned below:

* Default Constructor
* Parameterized Constructor
* Copy Constructor

### **1. Default Constructor in Java**

A constructor that has no parameters is known as default the constructor. A default constructor is invisible. And if we write a constructor with no arguments, the compiler does not create a default constructor. It is taken out. It is being overloaded and called a parameterized constructor. The default constructor changed into the parameterized constructor. But Parameterized constructor can’t change the default constructor.

\*\****Note:****Default constructor provides the default values to the object like 0, null, etc. depending on the type.*

### **2. Parameterized Constructor in Java**

A constructor that has parameters is known as parameterized constructor. If we want to initialize fields of the class with our own values, then use a parameterized constructor.

\*\****Remember: Does constructor return any value?***

*There are no “return value” statements in the constructor, but the constructor returns the current class instance. We can write ‘return’ inside a constructor.*

### 3. Copy Constructor in Java

Unlike other constructors copy constructor is passed with another object which copies the data available from the passed object to the newly created object.

***Note:****In Java,there is no such inbuilt copy constructor available like in other programming languages such as C++, instead we can create our own copy constructor by passing the object of the same class to the other instance(object) of the class.*

\*\*advantages of constructor in java

* + - **Initializing Object State**:
      * Constructors allow us to set up the initial state of an object. Just like dressing a newborn in their first outfit, constructors initialize an object with default or specific values.
      * When you create a new instance of a class, the constructor ensures that the object starts with the correct initial properties.
    - **Ensuring Proper Object Creation**:
      * Constructors act as quality control for object creation.
      * They ensure that every new object is correctly initialized and ready for use.
      * By defining constructors, we can enforce specific rules or conditions during object instantiation.
    - **Dependency Information**:
      * Constructors provide a way to express dependencies.
      * When we define a constructor, we can specify what the class requires to function properly.
      * By examining the constructor, other developers can understand the necessary dependencies for using the class.
    - **Types of Constructors**:
      * **Parameterized Constructor**:
        + Accepts arguments (parameters) and dynamically initializes instance variables with specified values during object creation.

**Default Constructor**:

* Does not accept any parameters.
* Initializes instance variables with certain default values.
* Every Java class has an invisible default constructor, which is automatically created unless we define a parameterized constructor.

\*\*\* constructor in java disadvantages

1. **No Copy Constructor Support**:
   * Unlike some other programming languages, Java constructors **cannot be directly copied**. [This limitation makes it challenging to duplicate objects without manually copying each field1](https://aspiringyouths.com/advantages-disadvantages/constructor-in-java/).
   * Imagine trying to clone a complex object without a straightforward way to create a new instance with the same state.
2. **Limited Exception Handling**:
   * When a constructor **throws an exception**, it cannot be caught and handled during object creation.
   * [This lack of exception handling can lead to issues if the constructor fails to set up the object properly1](https://aspiringyouths.com/advantages-disadvantages/constructor-in-java/).
   * Proper error handling becomes crucial to avoid unexpected behavior.
3. **No Return Values**:
   * Constructors do not return any values to indicate success or failure.
   * [Other methods must check whether an object was set up correctly after invoking the constructor](https://aspiringyouths.com/advantages-disadvantages/constructor-in-java/)[1](https://aspiringyouths.com/advantages-disadvantages/constructor-in-java/).
   * This design choice simplifies the constructor’s purpose but requires additional checks elsewhere.
4. **Cannot Be Inherited**:
   * Unlike methods, constructors are **not part of a class’s hierarchy**.
   * Subclasses cannot directly use the superclass’s constructors.
   * [This limitation affects the inheritance model in Java](https://aspiringyouths.com/advantages-disadvantages/constructor-in-java/)[1](https://aspiringyouths.com/advantages-disadvantages/constructor-in-java/).
5. **Overloading Complexity**:
   * Having multiple constructors with different arguments can become **tricky to manage**.
   * [Especially when constructors have a similar number and type of parameters, overloading can lead to confusion](https://aspiringyouths.com/advantages-disadvantages/constructor-in-java/)[1](https://aspiringyouths.com/advantages-disadvantages/constructor-in-java/).
   * Balancing flexibility with readability is essential

# Inheritance in Java

Java, Inheritance is an important pillar of OOP(Object-Oriented Programming). It is the mechanism in Java by which one class is allowed to inherit the features(fields and methods) of another class. In Java, Inheritance means creating new classes based on existing ones. A class that inherits from another class can reuse the methods and fields of that class. In addition, you can add new fields and methods to your current class as well.

## Why Do We Need Java Inheritance?

* **Code Reusability:**The code written in the Superclass is common to all subclasses. Child classes can directly use the parent class code.
* **Method Overriding:**[Method Overriding](https://www.geeksforgeeks.org/overriding-in-java/) is achievable only through Inheritance. It is one of the ways by which Java achieves Run Time Polymorphism.
* **Abstraction:**The concept of abstract where we do not have to provide all details is achieved through inheritance. [Abstraction](https://www.geeksforgeeks.org/abstraction-in-java-2/)only shows the functionality to the user.

### **Important Terminologies Used in Java Inheritance**

* **Class:**Class is a set of objects which shares common characteristics/ behavior and common properties/ attributes. Class is not a real-world entity. It is just a template or blueprint or prototype from which objects are created.
* **Super Class/Parent Class:**The class whose features are inherited is known as a superclass(or a base class or a parent class).
* **Sub Class/Child Class:** The class that inherits the other class is known as a subclass(or a derived class, extended class, or child class). The subclass can add its own fields and methods in addition to the superclass fields and methods.
* **Reusability:**Inheritance supports the concept of “reusability”, i.e. when we want to create a new class and there is already a class that includes some of the code that we want, we can derive our new class from the existing class. By doing this, we are reusing the fields and methods of the existing class.

## **How to Use Inheritance in Java?**

The **extends keyword**is used for inheritance in Java. Using the extends keyword indicates you are derived from an existing class. In other words, “extends” refers to increased functionality.

**Syntax :**

class DerivedClass extends BaseClass   
{   
 //methods and fields   
}

**import** **java.io.\***;

*// Base or Super Class*

**class** **Employee** {

int salary = 60000;

}

*// Inherited or Sub Class*

**class** **Engineer** **extends** Employee {

int benefits = 10000;

}

*// Driver Class*

**class** **Gfg** {

**public** **static** void main(String args[])

{

Engineer E1 = **new** Engineer();

System.out.println("Salary : " + E1.salary

+ "\nBenefits : " + E1.benefits);

}

}

### **1. Single Inheritance**

In single inheritance, subclasses inherit the features of one superclass. In the image below, class A serves as a base class for the derived class B.
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### **2. Multilevel Inheritance**

In Multilevel Inheritance, a derived class will be inheriting a base class, and as well as the derived class also acts as the base class for other classes. In the below image, class A serves as a base class for the derived class B, which in turn serves as a base class for the derived class C. In Java, a class cannot directly access the[grandparent’s members](https://www.geeksforgeeks.org/g-fact-91/).
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*Multilevel*

### **Hierarchical Inheritance**

In Hierarchical Inheritance, one class serves as a superclass (base class) for more than one subclass. In the below image, class A serves as a base class for the derived classes B, C, and D.
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Java

*// Java program to illustrate the*

### 4. Multiple Inheritance (**Through Interfaces)**

In [Multiple inheritances](https://www.geeksforgeeks.org/java-and-multiple-inheritance/), one class can have more than one superclass and inherit features from all parent classes. Please note that Java does **not** support [multiple inheritances](https://www.geeksforgeeks.org/java-and-multiple-inheritance/) with classes. In Java, we can achieve multiple inheritances only through [Interfaces](https://www.geeksforgeeks.org/interfaces-in-java/). In the image below, Class C is derived from interfaces A and B.
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*Multiple Inheritance*

### **5. Hybrid Inheritance**

It is a mix of two or more of the above types of inheritance. Since Java doesn’t support multiple inheritances with classes, hybrid inheritance involving multiple inheritance is also not possible with classes. In Java, we can achieve hybrid inheritance only through [Interfaces](https://www.geeksforgeeks.org/interfaces-in-java/) if we want to involve multiple inheritance to implement Hybrid inheritance.  
However, it is important to note that Hybrid inheritance does not necessarily require the use of Multiple Inheritance exclusively. It can be achieved through a combination of Multilevel Inheritance and Hierarchical Inheritance with classes, Hierarchical and Single Inheritance with classes. Therefore, it is indeed possible to implement Hybrid inheritance using classes alone, without relying on multiple inheritance type.
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## **Java IS-A type of Relationship**

IS-A is a way of saying: This object is a type of that object. Let us see how the extends keyword is used to achieve inheritance.

## **What Can Be Done in a Subclass?**

In sub-classes we can inherit members as is, replace them, hide them, or supplement them with new members:

* The inherited fields can be used directly, just like any other fields.
* We can declare new fields in the subclass that are not in the superclass.
* The inherited methods can be used directly as they are.
* We can write a new instance method in the subclass that has the same signature as the one in the superclass, thus [overriding](https://www.geeksforgeeks.org/overriding-in-java/) it (as in the example above, toString() method is overridden).
* We can write a new static method in the subclass that has the same signature as the one in the superclass, thus [hiding](https://www.geeksforgeeks.org/g-fact-63/) it.
* We can declare new methods in the subclass that are not in the superclass.
* We can write a subclass constructor that invokes the constructor of the superclass, either implicitly or by using the keyword [super](https://www.geeksforgeeks.org/super-keyword/).

### Advantages Of Inheritance in Java:

1. Code Reusability: Inheritance allows for code reuse and reduces the amount of code that needs to be written. The subclass can reuse the properties and methods of the superclass, reducing duplication of code.
2. Abstraction: Inheritance allows for the creation of abstract classes that define a common interface for a group of related classes. This promotes abstraction and encapsulation, making the code easier to maintain and extend.
3. Class Hierarchy: Inheritance allows for the creation of a class hierarchy, which can be used to model real-world objects and their relationships.
4. Polymorphism: Inheritance allows for polymorphism, which is the ability of an object to take on multiple forms. Subclasses can override the methods of the superclass, which allows them to change their behavior in different ways.

### Disadvantages of Inheritance in Java:

1. Complexity: Inheritance can make the code more complex and harder to understand. This is especially true if the inheritance hierarchy is deep or if multiple inheritances is used.
2. Tight Coupling: Inheritance creates a tight coupling between the superclass and subclass, making it difficult to make changes to the superclass without affecting the subclass.

# Access Modifiers in Java

### in Java, Access modifiers help to restrict the scope of a class, constructor, variable, method, or data member. It provides security, accessibility, etc to the user depending upon the access modifier used with the element**1. 1) Default Access Modifier**

When no access modifier is specified for a class, method, or data member – It is said to be having the **default** access modifier by default. The data members, classes, or methods that are not declared using any access modifiers i.e. having default access modifiers are accessible **only within the same package**.

### **2. Private Access Modifier**

The private access modifier is specified using the keyword **private**. The methods or data members declared as private are accessible only **within the class** in which they are declared.

* Any other **class of**the **same package will not be able to access** these members.
* Top-level classes or interfaces can not be declared as private because
  + private means “only visible within the enclosing class”.
  + protected means “only visible within the enclosing class and any subclasses”

### **3. Protected Access Modifier**

The protected access modifier is specified using the keyword **protected**.

The methods or data members declared as protected are **accessible within the same package or subclasses in different packages.**

## **4) Public Access modifier**

The public access modifier is specified using the keyword **public**.

* The public access modifier has the **widest scope** among all other access modifiers.
* Classes, methods, or data members that are declared as public are **accessible from everywhere** in the program. There is no restriction on the scope of public data members.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Access Modifier** | **within class** | **within package** | **outside package by subclass only** | **outside package** |
| **Private** | Y | N | N | N |
| **Default** | Y | Y | N | N |
| **Protected** | Y | Y | Y | N |
| **Public** | Y | Y | Y | Y |

# System.exit() in Java

Last Updated : 10 Jul, 2016

The **java.lang.System.exit()** method exits current program by terminating running Java virtual machine. This method takes a status code. A non-zero value of status code is generally used to indicate abnormal termination. This is similar [exit in C/C++](https://www.geeksforgeeks.org/understanding-exit-abort-and-assert/).

Following is the declaration for **java.lang.System.exit()** method:

public static void exit(int status)

**exit(0)** : Generally used to indicate successful termination.  
**exit(1) or exit(-1) or any other non-zero value** – Generally indicates unsuccessful termination.

**Note :**This method does not return any value.

# \*\*Static Blocks in Java

In simpler language whenever we use a [static keyword](https://www.geeksforgeeks.org/static-keyword-java/) and associate it to a block then that block is referred to as a static block. Unlike C++, Java supports a special block, called a static block (also called static clause) that can be used for static initialization of a class. This code inside the static block is executed only once: the first time the class is loaded into memory.

**Calling of static block in java?**

Now comes the point of how to call this static block. So in order to call any static block, there is no specified way as static block executes automatically when the class is loaded in memory. Refer to the below illustration for understanding how static block is called.

***Remember:****Static blocks can also be executed before constructors.*

# *\*\** Super Keyword in Java

the**super keyword in Java** is a reference variable that is used to refer to parent class when we’re working with objects. You need to know the basics of [Inheritance](https://www.geeksforgeeks.org/inheritance-in-java/)and [Polymorphism](https://www.geeksforgeeks.org/polymorphism-in-java/) to understand the Java super keyword.

## Characteristics of Super Keyword in Java

* \***super is used to call a superclass constructor:** When a subclass is created, its constructor must call the constructor of its parent class. This is done using the super() keyword, which calls the constructor of the parent class.
* **super is used to call a superclass method:** A subclass can call a method defined in its parent class using the super keyword. This is useful when the subclass wants to invoke the parent class’s implementation of the method in addition to its own.
* **super is used to access a superclass field:**A subclass can access a field defined in its parent class using the super keyword. This is useful when the subclass wants to reference the parent class’s version of a field.
* **super must be the first statement in a constructor:**When calling a superclass constructor, the super() statement must be the first statement in the constructor of the subclass.
* **super cannot be used in a static context:** The super keyword cannot be used in a static context, such as in a static method or a static variable initializer.
* **super is not required to call a superclass method:**While it is possible to use the super keyword to call a method in the parent class, it is not required. If a method is not overridden in the subclass, then calling it without the super keyword will invoke the parent class’s implementation.

*Overall, the****super keyword****is a powerful tool for subclassing in Java, allowing subclasses to inherit and build upon the functionality of their parent classes.*

## \*Advantages of Using Java Super Keyword

The **super keyword in Java** provides many advantages in object-oriented programming are as follows:

* **Enables reuse of code**: Using the super keyword allows subclasses to inherit functionality from their parent classes, which promotes the reuse of code and reduces duplication.
* **Supports polymorphism**: Because subclasses can override methods and access fields from their parent classes using super, polymorphism is possible. This allows for more flexible and extensible code.
* **Provides access to parent class behaviour**: Subclasses can access and use methods and fields defined in their parent classes through the super keyword, which allows them to take advantage of existing behaviour without having to reimplement it.
* **Allows for customization of behaviour:** By overriding methods and using super to call the parent implementation, subclasses can customize and extend the behaviour of their parent classes.
* **Facilitates abstraction and encapsulation:** The use of super promotes encapsulation and abstraction by allowing subclasses to focus on their behaviour while relying on the parent class to handle lower-level details.
* **Note :** constructor cannot inherit from parent class to child class
* **Relationship in java have two types :** 1) is – a relationship 2) has – a relationship

# this’ reference in Java

In Java, ‘this’ is a reference variable that refers to the current object, or can be said “this” in Java is a keyword that refers to the current object instance. It can be used to call current class methods and fields, to pass an instance of the current class as a parameter, and to differentiate between the local and instance variables. Using “this” reference can improve code readability and reduce naming conflicts.

## \*\* Methods to use ‘this’ in Java

Following are the ways to use the ‘this’ keyword in Java mentioned below:

* Using the ‘this’ keyword to refer to current class instance variables.
* Using this() to invoke the current class constructor
* Using ‘this’ keyword to return the current class instance
* Using ‘this’ keyword as the method parameter
* Using ‘this’ keyword to invoke the current class method
* Using ‘this’ keyword as an argument in the constructor call

### \*\* Advantages of using ‘this’ reference

There are certain advantages of using ‘this’ reference in Java as mentioned below:

1. It helps to distinguish between instance variables and local variables with the same name.
2. It can be used to pass the current object as an argument to another method.
3. It can be used to return the current object from a method.
4. It can be used to invoke a constructor from another overloaded constructor in the same class.

### \*\* Disadvantages of using ‘this’ reference

Although ‘this’ reference comes with many advantages there are certain disadvantages of also:

1. Overuse of this can make the code harder to read and understand.
2. Using this unnecessarily can add unnecessary overhead to the program.
3. Using this in a static context results in a compile-time error.
4. Overall, this keyword is a useful tool for working with objects in Java, but it should be used judiciously and only when necessary.

## \*\***What is a method in Java?**

A **method** is a block of code or collection of statements or a set of code grouped together to perform a certain task or operation. It is used to achieve the **reusability** of code. We write a method once and use it many times. We do not require to write code again and again. It also provides the **easy modification** and **readability** of code, just by adding or removing a chunk of code. The method is executed only when we call or invoke it.

### **User-defined Method**

The method written by the user or programmer is known as **a user-defined** method. These methods are modified according to the requirement.

### **Predefined Method**

In Java, predefined methods are the method that is already defined in the Java class libraries is known as predefined methods. It is also known as the **standard library method** or **built-in method**. We can directly use these methods just by calling them in the program at any point. Some pre-defined methods are **length(), equals(), compareTo(), sqrt(),** etc. When we call any of the predefined methods in our program, a series of codes related to the corresponding method runs in the background that is already stored in the library.

# Method Overloading in Java

* If a [class](https://www.javatpoint.com/object-and-class-in-java) has multiple methods having same name but different in parameters, it is known as **Method Overloading**
* If we have to perform only one operation, having same name of the methods increases the readability of the [program](https://www.javatpoint.com/java-programs).

## **Advantage of method overloading**

Method overloading increases the readability of the program.

### **Different ways to overload the method**

There are two ways to overload the method in java

1. By changing number of arguments
2. By changing the data type

### **Can we overload java main() method**

* Yes, by method overloading. You can have any number of main methods in a class by method overloading. But [JVM](https://www.javatpoint.com/jvm-java-virtual-machine) calls main() method which receives string array as arguments only

## **Method Overloading and Type Promotion**

One type is promoted to another implicitly if no matching datatype is found.
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# Method Overriding in Java

if subclass (child class) has the same method as declared in the parent class, it is known as **method overriding in Java**.

In other words, If a subclass provides the specific implementation of the method that has been declared by one of its parent class, it is known as method overriding.

### **Usage of Java Method Overriding**

* Method overriding is used to provide the specific implementation of a method which is already provided by its superclass.
* Method overriding is used for runtime polymorphism

#### **Rules for Java Method Overriding**

1. The method must have the same name as in the parent class
2. The method must have the same parameter as in the parent class.
3. There must be an IS-A relationship (inheritance).

### **Can we override static method?**

No, a static method cannot be overridden. It can be proved by runtime polymorphism, so we will learn it later.

### **Why can we not override static method?**

* It is because the static method is bound with class whereas instance method is bound with an object. Static belongs to the class area, and an instance belongs to the heap area.

### **Can we override java main method?**

No, because the main is a static method.

# Aggregation in Java

If a class have an entity reference, it is known as Aggregation. Aggregation represents HAS-A relationship.

### **When use Aggregation?**

* Code reuse is also best achieved by aggregation when there is no is-a relationship.
* Inheritance should be used only if the relationship is-a is maintained throughout the lifetime of the objects involved; otherwise, aggregation is the best choice.

### **Understanding meaningful example of Aggregation**

In this example, Employee has an object of Address, address object contains its own informations such as city, state, country etc. In such case relationship is Employee HAS-A address.

#### **Address.java**

1. **public** **class** Address {
2. String city,state,country;
4. **public** Address(String city, String state, String country) {
5. **this**.city = city;
6. **this**.state = state;
7. **this**.country = country;
8. }
10. }
11. **public** **class** Emp {
12. **int** id;
13. String name;
14. Address address;
16. **public** Emp(**int** id, String name,Address address) {
17. **this**.id = id;
18. **this**.name = name;
19. **this**.address=address;
20. }
22. **void** display(){
23. System.out.println(id+" "+name);
24. System.out.println(address.city+" "+address.state+" "+address.country);
25. }
27. **public** **static** **void** main(String[] args) {
28. Address address1=**new** Address("gzb","UP","india");
29. Address address2=**new** Address("gno","UP","india");
31. Emp e=**new** Emp(111,"varun",address1);
32. Emp e2=**new** Emp(112,"arun",address2);
34. e.display();
35. e2.display();
37. }
38. }

# Covariant Return Type

The covariant return type specifies that the return type may vary in the same direction as the subclass.

Before Java5, it was not possible to override any method by changing the return type. But now, since Java5, it is possible to override method by changing the return type if subclass overrides any method whose return type is Non-Primitive but it changes its return type to subclass type.

## **Advantages of Covariant Return Type**

Following are the advantages of the covariant return type.

1) Covariant return type assists to stay away from the confusing type casts in the class hierarchy and makes the code more usable, readable, and maintainable.

2) In the method overriding, the covariant return type provides the liberty to have more to the point return types.

3) Covariant return type helps in preventing the run-time ClassCastExceptions on returns.

# Instance initializer block

|  |
| --- |
| **Instance Initializer block** is used to initialize the instance data member. It run each time when object of the class is created. |
| The initialization of the instance variable can be done directly but there can be performed extra operations while initializing the instance variable in the instance initializer block. |

## **Why use instance initializer block?**

|  |
| --- |
| Suppose I have to perform some operations while assigning value to instance data member e.g. a for loop to fill a complex array or error handling etc. |

### **Example of instance initializer block**

|  |
| --- |
| Let's see the simple example of instance initializer block that performs initialization. |

1. **class** Bike7{
2. **int** speed;
4. Bike7(){System.out.println("speed is "+speed);}
6. {speed=100;}
8. **public** **static** **void** main(String args[]){
9. Bike7 b1=**new** Bike7();
10. Bike7 b2=**new** Bike7();
11. }
12. }

#### **Note: The java compiler copies the code of instance initializer block in every constructor.**

## **Rules for instance initializer block :**

|  |
| --- |
| There are mainly three rules for the instance initializer block. They are as follows: |

1. The instance initializer block is created when instance of the class is created.
2. The instance initializer block is invoked after the parent class constructor is invoked (i.e. after super() constructor call).
3. The instance initializer block comes in the order in which they appear.

# Final Keyword In Java

The **final keyword** in java is used to restrict the user. The java final keyword can be used in many context. Final can be:

1. variable
2. method
3. class

The final keyword can be applied with the variables, a final variable that have no value it is called blank final variable or uninitialized final variable. It can be initialized in the constructor only. The blank final variable can be static also which will be initialized in the static block only. We will have detailed learning of these. Let's first learn the basics of final keyword.

## **1) Java final variable**

If you make any variable as final, you cannot change the value of final variable(It will be constant)

## **2) Java final method**

If you make any method as final, you cannot override it.

## **3) Java final class**

If you make any class as final, you cannot extend it.

### **) Is final method inherited?**

Ans) Yes, final method is inherited but you cannot override it

### **Que) Can we initialize blank final variable?**

Yes, but only in constructor.

### **static blank final variable**

A static final variable that is not initialized at the time of declaration is known as static blank final variable. It can be initialized only in static block.

### **Q) What is final parameter?**

If you declare any parameter as final, you cannot change the value of it.

### **Q) Can we declare a constructor final?**

No, because constructor is never inherited.

# Polymorphism in Java

**Polymorphism in Java** is a concept by which we can perform a single action in different ways. Polymorphism is derived from 2 Greek words: poly and morphs. The word "poly" means many and "morphs" means forms. So polymorphism means many forms.

* There are two types of polymorphism in Java: compile-time polymorphism and runtime polymorphism. We can perform polymorphism in java by method overloading and method overriding.
* \*\* **Runtime polymorphism** or **Dynamic Method Dispatch** is a process in which a call to an overridden method is resolved at runtime rather than compile-time.

# Static Binding and Dynamic Binding

Connecting a method call to the method body is known as binding.

There are two types of binding

1. Static Binding (also known as Early Binding).
2. Dynamic Binding (also known as Late Binding).

### **static binding**

When type of the object is determined at compiled time(by the compiler), it is known as static binding.

If there is any private, final or static method in a class, there is static binding.

### **Dynamic binding**

When type of the object is determined at run-time, it is known as dynamic binding.

* Not -- > static keyword use with instance variable , cannot use with local variable

# Abstraction in Java

**Abstraction in Java** is the process in which we only show essential details/functionality to the user. The non-essential implementation details are not displayed to the user.

#### **Simple Example to understand Abstraction:**

***Television remote control****is an excellent****example of abstraction****. It simplifies the interaction with a TV by hiding the complexity behind simple buttons and symbols, making it easy without needing to understand the technical details of how the TV functions.*

## \*\* What is Abstraction in Java?

In Java, abstraction is achieved by[**interfaces**](https://www.geeksforgeeks.org/interfaces-in-java/)and [**abstract classes**](https://www.geeksforgeeks.org/abstract-classes-in-java/). We can achieve 100% abstraction using interfaces.

* Data Abstraction may also be defined as the process of identifying only the required characteristics of an object ignoring the irrelevant details. The properties and behaviours of an object differentiate it from other objects of similar type and also help in classifying/grouping the objects.

## **Java Abstract classes and Java Abstract methods**

1. An abstract class is a class that is declared with an [abstract keyword.](https://www.geeksforgeeks.org/abstract-keyword-in-java/)
2. An abstract method is a method that is declared without implementation.
3. An abstract class may or may not have all abstract methods. Some of them can be concrete methods
4. A method-defined abstract must always be redefined in the subclass, thus making [overriding](https://www.geeksforgeeks.org/overriding-in-java/) compulsory or making the subclass itself abstract.
5. Any class that contains one or more abstract methods must also be declared with an abstract keyword.
6. There can be no object of an abstract class. That is, an abstract class can not be directly instantiated with the [new operator](https://www.geeksforgeeks.org/new-operator-java/).
7. An abstract class can have parameterized constructors and the default constructor is always present in an abstract class.

## Interface

Interfaces are another method of implementing abstraction in Java. The key difference is that, by using interfaces, we can achieve 100% abstraction in Java classes. In Java or any other language, interfaces include both methods and variables but lack a method body. Apart from abstraction, interfaces can also be used to implement interfaces in Java.

## **Advantages of Abstraction**

Here are some advantages of abstraction:

1. It reduces the complexity of viewing things.
2. Avoids code duplication and increases reusability.
3. Helps to increase the security of an application or program as only essential details are provided to the user.
4. It improves the maintainability of the application.
5. It improves the modularity of the application.
6. The enhancement will become very easy because without affecting end-users we can able to perform any type of changes in our internal system.
7. Improves code reusability and maintainability.
8. Hides implementation details and exposes only relevant information.
9. Provides a clear and simple interface to the user.
10. Increases security by preventing access to internal class details.
11. Supports modularity, as complex systems can be divided into smaller and more manageable parts.
12. Abstraction provides a way to hide the complexity of implementation details from the user, making it easier to understand and use.
13. Abstraction allows for flexibility in the implementation of a program, as changes to the underlying implementation details can be made without affecting the user-facing interface.
14. Abstraction enables modularity and separation of concerns, making code more maintainable and easier to debug.

## Disadvantages of Abstraction in Java

Here are the main disadvantages of abstraction in Java:

1. Abstraction can make it more difficult to understand how the system works.
2. It can lead to increased complexity, especially if not used properly.
3. This may limit the flexibility of the implementation.
4. Abstraction can add unnecessary complexity to code if not used appropriately, leading to increased development time and effort.
5. Abstraction can make it harder to debug and understand code, particularly for those unfamiliar with the abstraction layers and implementation details.
6. Overuse of abstraction can result in decreased performance due to the additional layers of code and indirection.

# \* Encapsulation in Java

* Encapsulation in Java is a fundamental concept in object-oriented programming (OOP) that refers to the bundling of data and methods that operate on that data within a single unit, which is called a class in Java. Java Encapsulation is a way of hiding the implementation details of a class from outside access and only exposing a public interface that can be used to interact with the class.

In Java, encapsulation is achieved by declaring the instance variables of a class as private, which means they can only be accessed within the class. To allow outside access to the instance variables, public methods called getters and setters are defined, which are used to retrieve and modify the values of the instance variables, respectively. By using getters and setters, the class can enforce its own data validation rules and ensure that its internal state remains consistent.

* **Encapsulation** is defined as the wrapping up of data under a single unit. It is the mechanism that binds together code and the data it manipulates. Another way to think about encapsulation is, that it is a protective shield that prevents the data from being accessed by the code outside this shield.
* Technically in encapsulation, the variables or data of a class is hidden from any other class and can be accessed only through any member function of its own class in which it is declared.
* As in encapsulation, the data in a class is hidden from other classes using the data hiding concept which is achieved by making the members or methods of a class private, and the class is exposed to the end-user or the world without providing any details behind implementation using the abstraction concept, so it is also known as a **combination of data-hiding and abstraction**.
* Encapsulation can be achieved by Declaring all the variables in the class as private and writing public methods in the class to set and get the values of variables.
* It is more defined with the setter and getter method.

## **Advantages of Encapsulation**

* **Data Hiding:**it is a way of restricting the access of our data members by hiding the implementation details. Encapsulation also provides a way for data hiding. The user will have no idea about the inner implementation of the class. It will not be visible to the user how the class is storing values in the variables. The user will only know that we are passing the values to a setter method and variables are getting initialized with that value.
* **Increased Flexibility:** We can make the variables of the class read-only or write-only depending on our requirements. If we wish to make the variables read-only then we have to omit the setter methods like setName(), setAge(), etc. from the above program or if we wish to make the variables write-only then we have to omit the get methods like getName(), getAge(), etc. from the above program
* **Reusability:** Encapsulation also improves the re-usability and is easy to change with new requirements.
* **Testing code is easy:** Encapsulated code is easy to test for unit testing.
* **Freedom to programmer in implementing the details of the system:**This is one of the major advantage of encapsulation that it gives the programmer freedom in implementing the details of a system. The only constraint on the programmer is to maintain the abstract interface that outsiders see.

### Disadvantages of Encapsulation in Java

* Can lead to increased complexity, especially if not used properly.
* Can make it more difficult to understand how the system works.
* May limit the flexibility of the implementation.

# Why Java is not a purely Object-Oriented Language?

* Pure Object Oriented Language or Complete Object Oriented Language are Fully Object Oriented Language that supports or have features that treats everything inside the program as objects. It doesn’t support primitive datatype(like int, char, float, bool, etc.). There are seven qualities to be satisfied for a programming language to be pure object-oriented. They are:

1. Encapsulation/Data Hiding
2. Inheritance
3. Polymorphism
4. Abstraction
5. All predefined types are objects
6. All user defined types are objects
7. All operations performed on objects must be only through methods exposed at the objects.

* **Why Java is not a Pure Object Oriented Language?**

Java supports properties 1, 2, 3, 4 and 6 but fails to support properties 5 and 7 given above. Java language is not a Pure Object Oriented Language as it contains these properties:

* **Primitive Data Type ex. int, long, bool, float, char, etc as Objects:** Smalltalk is a “pure” object-oriented programming language unlike Java and C++ as there is no difference between values that are objects and values that are primitive types. In Smalltalk, primitive values such as integers, booleans, and characters are also objects. In Java, we have predefined types as non-objects (primitive types).

int a = 5;   
System.out.print(a);

* **The static keyword:**When we declare a class as static, then it can be used without the use of an object in Java. If we are using static function or static variable then we can’t call that function or variable by using dot(.) or class object defying object-oriented feature.
* **Wrapper Class:** Wrapper class provides the mechanism to convert primitive into object and object into primitive. In Java, you can use Integer, Float, etc. instead of int, float etc. We can communicate with objects without calling their methods. ex. using arithmetic operators.

String s1 = "ABC" + "A" ;

* Even using Wrapper classes does not make Java a pure OOP language, as internally it will use the operations like Unboxing and Autoboxing. So if you create Integer instead of int and do any mathematical operation on it, under the hoods Java is going to use primitive type int only.

# Exception Handling in Java

The **Exception Handling in Java** is one of the powerful mechanism to handle the runtime errors so that the normal flow of the application can be maintained.

In this tutorial, we will learn about Java exceptions, it's types, and the difference between checked and unchecked exceptions.

## **What is Exception in Java?**

**Dictionary Meaning:** Exception is an abnormal condition.

In Java, an exception is an event that disrupts the normal flow of the program. It is an object which is thrown at runtime.

## **What is Exception Handling?**

Exception Handling is a mechanism to handle runtime errors such as ClassNotFoundException, IOException, SQLException, RemoteException, etc.

### **Advantage of Exception Handling**

The core advantage of exception handling is **to maintain the normal flow of the application**. An exception normally disrupts the normal flow of the application; that is why we need to handle exceptions.

## **Hierarchy of Java Exception classes**

The java.lang.Throwable class is the root class of Java Exception hierarchy inherited by two subclasses: Exception and Error. The hierarchy of Java Exception classes is given below:
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### **Types of Java Exceptions**

There are mainly two types of exceptions: checked and unchecked. An error is considered as the unchecked exception. However, according to Oracle, there are three types of exceptions namely:

1. Checked Exception
2. Unchecked Exception
3. Error

## **\* Difference between Checked and Unchecked Exceptions**

### **1) Checked Exception**

The classes that directly inherit the Throwable class except RuntimeException and Error are known as checked exceptions. For example, IOException, SQLException, etc. Checked exceptions are checked at compile-time.

### **2) Unchecked Exception**

The classes that inherit the RuntimeException are known as unchecked exceptions. For example, ArithmeticException, NullPointerException, ArrayIndexOutOfBoundsException, etc. Unchecked exceptions are not checked at compile-time, but they are checked at runtime.

### **3) Error**

Error is irrecoverable. Some example of errors are OutOfMemoryError, VirtualMachineError, AssertionError etc.

## **Java Exception Keywords**

Java provides five keywords that are used to handle the exception. The following table describes each.

|  |  |
| --- | --- |
| **Keyword** | **Description** |
| try | The "try" keyword is used to specify a block where we should place an exception code. It means we can't use try block alone. The try block must be followed by either catch or finally. |
| catch | The "catch" block is used to handle the exception. It must be preceded by try block which means we can't use catch block alone. It can be followed by finally block later. |
| finally | The "finally" block is used to execute the necessary code of the program. It is executed whether an exception is handled or not. |
| throw | The "throw" keyword is used to throw an exception. |
| throws | The "throws" keyword is used to declare exceptions. It specifies that there may occur an exception in the method. It doesn't throw an exception. It is always used with method signature. |

# Java try-catch block

## **Java try block**

Java **try** block is used to enclose the code that might throw an exception. It must be used within the method.

If an exception occurs at the particular statement in the try block, the rest of the block code will not execute. So, it is recommended not to keep the code in try block that will not throw an exception.

Java try block must be followed by either catch or finally block.

### **Syntax of Java try-catch**

1. **try**{
2. //code that may throw an exception
3. }**catch**(Exception\_class\_Name ref){}

### **Syntax of try-finally block**

1. **try**{
2. //code that may throw an exception
3. }**finally**{}

## **Java catch block**

# Java catch block is used to handle the Exception by declaring the type of exception within the parameter. The declared exception must be the parent class exception ( i.e., Exception) or the generated exception type. However, the good approach is to declare the generated type of exception.

The catch block must be used after the try block only. You can use multiple catch block with a single try block.

## **Internal Working of Java try-catch block**
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* The JVM firstly checks whether the exception is handled or not. If exception is not handled, JVM provides a default exception handler that performs the following tasks:
* Prints out exception description.
* Prints the stack trace (Hierarchy of methods where the exception occurred).
* Causes the program to terminate.

But if the application programmer handles the exception, the normal flow of the application is maintained, i.e., rest of the code is executed.

# Java Catch Multiple Exceptions

## **Java Multi-catch block**

A try block can be followed by one or more catch blocks. Each catch block must contain a different exception handler. So, if you have to perform different tasks at the occurrence of different exceptions, use java multi-catch block.

## **Points to remember**

* At a time only one exception occurs and at a time only one catch block is executed.
* All catch blocks must be ordered from most specific to most general, i.e. catch for ArithmeticException must come before catch for Exception.

# Java Nested try block

In Java, using a try block inside another try block is permitted. It is called as nested try block. Every statement that we enter a statement in try block, context of that exception is pushed onto the stack.

For example, the **inner try block** can be used to handle **ArrayIndexOutOfBoundsException** while the **outer try block** can handle the **ArithemeticException** (division by zero).

### **Why use nested try block**

Sometimes a situation may arise where a part of a block may cause one error and the entire block itself may cause another error. In such cases, exception handlers have to be nested.

### **Syntax:**

1. /main try block
2. **try**
3. {
4. statement 1;
5. statement 2;
6. //try catch block within another try block
7. **try**
8. {
9. statement 3;
10. statement 4;
11. //try catch block within nested try block
12. **try**
13. {
14. statement 5;
15. statement 6;
16. }
17. **catch**(Exception e2)
18. {
19. //exception message
20. }
22. }
23. **catch**(Exception e1)
24. {
25. //exception message
26. }
27. }
28. //catch block of parent (outer) try block
29. **catch**(Exception e3)
30. {
31. //exception message
32. }
33. ....

# Java finally block

**Java finally block** is a block used to execute important code such as closing the connection, etc.

Java finally block is always executed whether an exception is handled or not. Therefore, it contains all the necessary statements that need to be printed regardless of the exception occurs or not.

The finally block follows the try-catch block.

## **Why use Java finally block?**

* finally block in Java can be used to put "**cleanup**" code such as closing a file, closing connection, etc.
* The important statements to be printed can be placed in the finally block.

# Java throw Exception

In Java, exceptions allows us to write good quality codes where the errors are checked at the compile time instead of runtime and we can create custom exceptions making the code recovery and debugging easier.

## **Java throw keyword**

The Java throw keyword is used to throw an exception explicitly.

We specify the **exception** object which is to be thrown. The Exception has some message with it that provides the error description. These exceptions may be related to user inputs, server, etc.

We can throw either checked or unchecked exceptions in Java by throw keyword. It is mainly used to throw a custom exception. We will discuss custom exceptions later in this section.

We can also define our own set of conditions and throw an exception explicitly using throw keyword. For example, we can throw ArithmeticException if we divide a number by another number. Here, we just need to set the condition and throw exception using throw keyword.

The syntax of the Java throw keyword is given below.

throw Instance i.e.,

1. **throw** **new** exception\_class("error message");

Let's see the example of throw IOException.

1. **throw** **new** IOException("sorry device error");

Where the Instance must be of type Throwable or subclass of Throwable. For example, Exception is the sub class of Throwable and the user-defined exceptions usually extend the Exception class.

# Java Exception Propagation

An exception is first thrown from the top of the stack and if it is not caught, it drops down the call stack to the previous method. If not caught there, the exception again drops down to the previous method, and so on until they are caught or until they reach the very bottom of the call stack. This is called exception propagation.

#### **Note: By default Unchecked Exceptions are forwarded in calling chain (propagated).**

# Java throws keyword

The **Java throws keyword** is used to declare an exception. It gives an information to the programmer that there may occur an exception. So, it is better for the programmer to provide the exception handling code so that the normal flow of the program can be maintained.

Exception Handling is mainly used to handle the checked exceptions. If there occurs any unchecked exception such as NullPointerException, it is programmers' fault that he is not checking the code before it being used.

### **Syntax of Java throws**

1. return\_type method\_name() **throws** exception\_class\_name{
2. //method code
3. }

### **Which exception should be declared?**

**Ans:** Checked exception only, because:

* **unchecked exception:** under our control so we can correct our code.
* **error:** beyond our control. For example, we are unable to do anything if there occurs VirtualMachineError or StackOverflowError.

### **Advantage of Java throws keyword**

Now Checked Exception can be propagated (forwarded in call stack).

It provides information to the caller of the method about the exception.

# Difference between throw and throws in Java

The throw and throws is the concept of exception handling where the throw keyword throw the exception explicitly from a method or a block of code whereas the throws keyword is used in signature of the method.

There are many differences between [throw](https://www.javatpoint.com/throw-keyword) and [throws](https://www.javatpoint.com/throws-keyword-and-difference-between-throw-and-throws) keywords. A list of differences between throw and throws are given below:

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr. no.** | **Basis of Differences** | **throw** | **throws** |
| 1. | Definition | Java throw keyword is used throw an exception explicitly in the code, inside the function or the block of code. | Java throws keyword is used in the method signature to declare an exception which might be thrown by the function while the execution of the code. |
| 2. | Usage | Type of exception Using throw keyword, we can only propagate unchecked exception i.e., the checked exception cannot be propagated using throw only. | Using throws keyword, we can declare both checked and unchecked exceptions. However, the throws keyword can be used to propagate checked exceptions only. |
| 3. | Syntax | The throw keyword is followed by an instance of Exception to be thrown. | The throws keyword is followed by class names of Exceptions to be thrown. |
| 4. | Declaration | throw is used within the method. | throws is used with the method signature. |
| 5. | Internal implementation | We are allowed to throw only one exception at a time i.e. we cannot throw multiple exceptions. | We can declare multiple exceptions using throws keyword that can be thrown by the method. For example, main() throws IOException, SQLException. |

* Difference between final, finally and finalize

The final, finally, and finalize are keywords in Java that are used in exception handling. Each of these keywords has a different functionality. The basic difference between final, finally and finalize is that the [**final**](https://www.javatpoint.com/final-keyword) is an access modifier, [**finally**](https://www.javatpoint.com/finally-block-in-exception-handling) is the block in Exception Handling and [**finalize**](https://www.javatpoint.com/java-object-finalize-method) is the method of object class.

Along with this, there are many differences between final, finally and finalize. A list of differences between final, finally and finalize are given below:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Sr. no.** | **Key** | **final** | **finally** | **finalize** |
| 1. | Definition | final is the keyword and access modifier which is used to apply restrictions on a class, method or variable. | finally is the block in Java Exception Handling to execute the important code whether the exception occurs or not. | finalize is the method in Java which is used to perform clean up processing just before object is garbage collected. |
| 2. | Applicable to | Final keyword is used with the classes, methods and variables. | Finally block is always related to the try and catch block in exception handling. | finalize() method is used with the objects. |
| 3. | Functionality | (1) Once declared, final variable becomes constant and cannot be modified. (2) final method cannot be overridden by sub class. (3) final class cannot be inherited. | (1) finally block runs the important code even if exception occurs or not. (2) finally block cleans up all the resources used in try block | finalize method performs the cleaning activities with respect to the object before its destruction. |
| 4. | Execution | Final method is executed only when we call it. | Finally block is executed as soon as the try-catch block is executed.  It's execution is not dependant on the exception. | finalize method is executed just before the object is destroyed. |

# Exception Handling with Method Overriding in Java

There are many rules if we talk about method overriding with exception handling.

* **If the superclass method does not declare an exception**
  + If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but it can declare unchecked exception.
* **If the superclass method declares an exception**
  + If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception.

### **If the superclass method does not declare an exception**

#### **Rule 1: If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception.**

#### **Rule 2: If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but can declare unchecked exception.**

# java Custom Exception

In Java, we can create our own exceptions that are derived classes of the Exception class. Creating our own Exception is known as custom exception or user-defined exception. Basically, Java custom exceptions are used to customize the exception according to user need.

Consider the example 1 in which InvalidAgeException class extends the Exception class.

Using the custom exception, we can have your own exception and message. Here, we have passed a string to the constructor of superclass i.e. Exception class that can be obtained using getMessage() method on the object we have created.

## **Why use custom exceptions?**

Java exceptions cover almost all the general type of exceptions that may occur in the programming. However, we sometimes need to create custom exceptions.

* To catch and provide specific treatment to a subset of existing Java exceptions.
* Business logic exceptions: These are the exceptions related to business logic and workflow. It is useful for the application users or the developers to understand the exact problem.

#### **Note: We need to write the constructor that takes the String as the error message and it is called parent class constructor.**

# Java Inner Classes (Nested Classes)

**Java inner class** or nested class is a class that is declared inside the class or interface.

We use inner classes to logically group classes and interfaces in one place to be more readable and maintainable.

Additionally, it can access all the members of the outer class, including private data members and methods.

### **Advantage of Java inner classes**

There are three advantages of inner classes in Java. They are as follows:

1. Nested classes represent a particular type of relationship that is **it can access all the members (data members and methods) of the outer class,** including private.
2. Nested classes are used **to develop more readable and maintainable code** because it logically group classes and interfaces in one place only.
3. **Code Optimization**: It requires less code to write.

## **Need of Java Inner class**

Sometimes users need to program a class in such a way so that no other class can access it. Therefore, it would be better if you include it within other classes.

If all the class objects are a part of the outer object then it is easier to nest that class inside the outer class. That way all the outer class can access all the objects of the inner class

|  |  |
| --- | --- |
| **Type** | **Description** |
| [Member Inner Class](https://www.javatpoint.com/member-inner-class) | A class created within class and outside method. |
| [Anonymous Inner Class](https://www.javatpoint.com/anonymous-inner-class) | A class created for implementing an interface or extending class. The java compiler decides its name. |
| [Local Inner Class](https://www.javatpoint.com/local-inner-class) | A class was created within the method. |
| [Static Nested Class](https://www.javatpoint.com/static-nested-class) | A static class was created within the class. |
| [Nested Interface](https://www.javatpoint.com/nested-interface) | An interface created within class or interface. |

# Java BufferedReader Class

Java BufferedReader class is used to read the text from a character-based input stream. It can be used to read data line by line by readLine() method. It makes the performance fast. It inherits [Reader](https://www.javatpoint.com/java-reader-class) [class](https://www.javatpoint.com/object-and-class-in-java).

## **Java BufferedReader class declaration**

Let's see the declaration for Java.io.BufferedReader class:

1. **public** **class** BufferedReader **extends** Reader

## **Reading data from console by InputStreamReader and BufferedReader**

In this example, we are connecting the BufferedReader stream with the [InputStreamReader](https://www.javatpoint.com/Input-from-keyboard-by-InputStreamReader) stream for reading the line by line data from the keyboard.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **public** **class** BufferedReaderExample{
4. **public** **static** **void** main(String args[])**throws** Exception{
5. InputStreamReader r=**new** InputStreamReader(System.in);
6. BufferedReader br=**new** BufferedReader(r);
7. System.out.println("Enter your name");
8. String name=br.readLine();
9. System.out.println("Welcome "+name);
10. }
11. }

### **What is String in Java?**

Generally, String is a sequence of characters. But in Java, string is an object that represents a sequence of characters. The java.lang.String class is used to create a string object.

### **How to create a string object?**

There are two ways to create String object:

1. By string literal
2. By new keyword

### **1) String Literal**

Java String literal is created by using double quotes

1. String s="welcome";

Each time you create a string literal, the JVM checks the "string constant pool" first. If the string already exists in the pool, a reference to the pooled instance is returned. If the string doesn't exist in the pool, a new string instance is created and placed in the pool. For example:

1. String s1="Welcome";
2. String s2="Welcome";//It doesn't create a new instance

![Java String](data:image/png;base64,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)

In the above example, only one object will be created. Firstly, JVM will not find any string object with the value "Welcome" in string constant pool that is why it will create a new object. After that it will find the string with the value "Welcome" in the pool, it will not create a new object but will return the reference to the same instance.

#### **Note: String objects are stored in a special memory area known as the "string constant pool".**

### **Why Java uses the concept of String literal?**

To make Java more memory efficient (because no new objects are created if it exists already in the string constant pool).

### **2) By new keyword**

1. String s=**new** String("Welcome");//creates two objects and one reference variable

In such case, [JVM](https://www.javatpoint.com/jvm-java-virtual-machine) will create a new string object in normal (non-pool) heap memory, and the literal "Welcome" will be placed in the string constant pool. The variable s will refer to the object in a heap (non-pool).

### **java String class methods**

The java.lang.String class provides many useful methods to perform operations on sequence of char values.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | [char charAt(int index)](https://www.javatpoint.com/java-string-charat) | It returns char value for the particular index |
| 2 | [int length()](https://www.javatpoint.com/java-string-length) | It returns string length |
| 3 | [static String format(String format, Object... args)](https://www.javatpoint.com/java-string-format) | It returns a formatted string. |
| 4 | [static String format(Locale l, String format, Object... args)](https://www.javatpoint.com/java-string-format) | It returns formatted string with given locale. |
| 5 | [String substring(int beginIndex)](https://www.javatpoint.com/java-string-substring) | It returns substring for given begin index. |
| 6 | [String substring(int beginIndex, int endIndex)](https://www.javatpoint.com/java-string-substring) | It returns substring for given begin index and end index. |
| 7 | [boolean contains(CharSequence s)](https://www.javatpoint.com/java-string-contains) | It returns true or false after matching the sequence of char value. |
| 8 | [static String join(CharSequence delimiter, CharSequence... elements)](https://www.javatpoint.com/java-string-join) | It returns a joined string. |
| 9 | [static String join(CharSequence delimiter, Iterable<? extends CharSequence> elements)](https://www.javatpoint.com/java-string-join) | It returns a joined string. |
| 10 | [boolean equals(Object another)](https://www.javatpoint.com/java-string-equals) | It checks the equality of string with the given object. |
| 11 | [boolean isEmpty()](https://www.javatpoint.com/java-string-isempty) | It checks if string is empty. |
| 12 | [String concat(String str)](https://www.javatpoint.com/java-string-concat) | It concatenates the specified string. |
| 13 | [String replace(char old, char new)](https://www.javatpoint.com/java-string-replace) | It replaces all occurrences of the specified char value. |
| 14 | [String replace(CharSequence old, CharSequence new)](https://www.javatpoint.com/java-string-replace) | It replaces all occurrences of the specified CharSequence. |
| 15 | [static String equalsIgnoreCase(String another)](https://www.javatpoint.com/java-string-equalsignorecase) | It compares another string. It doesn't check case. |
| 16 | [String[] split(String regex)](https://www.javatpoint.com/java-string-split) | It returns a split string matching regex. |
| 17 | [String[] split(String regex, int limit)](https://www.javatpoint.com/java-string-split) | It returns a split string matching regex and limit. |
| 18 | [String intern()](https://www.javatpoint.com/java-string-intern) | It returns an interned string. |
| 19 | [int indexOf(int ch)](https://www.javatpoint.com/java-string-indexof) | It returns the specified char value index. |
| 20 | [int indexOf(int ch, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | It returns the specified char value index starting with given index. |
| 21 | [int indexOf(String substring)](https://www.javatpoint.com/java-string-indexof) | It returns the specified substring index. |
| 22 | [int indexOf(String substring, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | It returns the specified substring index starting with given index. |
| 23 | [String toLowerCase()](https://www.javatpoint.com/java-string-tolowercase) | It returns a string in lowercase. |
| 24 | [String toLowerCase(Locale l)](https://www.javatpoint.com/java-string-tolowercase) | It returns a string in lowercase using specified locale. |
| 25 | [String toUpperCase()](https://www.javatpoint.com/java-string-touppercase) | It returns a string in uppercase. |
| 26 | [String toUpperCase(Locale l)](https://www.javatpoint.com/java-string-touppercase) | It returns a string in uppercase using specified locale. |
| 27 | [String trim()](https://www.javatpoint.com/java-string-trim) | It removes beginning and ending spaces of this string. |
| 28 | [static String valueOf(int value)](https://www.javatpoint.com/java-string-valueof) | It converts given type into string. It is an overloaded method. |

# Immutable String in Java

A String is an unavoidable type of variable while writing any application program. String references are used to store various attributes like username, password, etc. In Java, **String objects are immutable**. Immutable simply means unmodifiable or unchangeable.

### **Why String objects are immutable in Java?**

As Java uses the concept of String literal. Suppose there are 5 reference variables, all refer to one object "Sachin". If one reference variable changes the value of the object, it will be affected by all the reference variables. That is why String objects are immutable in Java.

Following are some features of String which makes String objects immutable.

**1. ClassLoader:**

A ClassLoader in Java uses a String object as an argument. Consider, if the String object is modifiable, the value might be changed and the class that is supposed to be loaded might be different.

To avoid this kind of misinterpretation, String is immutable.

**2. Thread Safe:**

As the String object is immutable we don't have to take care of the synchronization that is required while sharing an object across multiple threads.

**3. Security:**

As we have seen in class loading, immutable String objects avoid further errors by loading the correct class. This leads to making the application program more secure. Consider an example of banking software. The username and password cannot be modified by any intruder because String objects are immutable. This can make the application program more secure.

**4. Heap Space:**

The immutability of String helps to minimize the usage in the heap memory. When we try to declare a new String object, the JVM checks whether the value already exists in the String pool or not. If it exists, the same value is assigned to the new object. This feature allows Java to use the heap space efficiently.

### **Why String class is Final in Java?**

The reason behind the String class being final is because no one can override the methods of the String class. So that it can provide the same features to the new String objects as well as to the old ones

# Java StringBuilder Class

Java StringBuilder class is used to create mutable (modifiable) String. The Java StringBuilder class is same as StringBuffer class except that it is non-synchronized. It is available since JDK 1.5.

## **Important Constructors of StringBuilder class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| StringBuilder() | It creates an empty String Builder with the initial capacity of 16. |
| StringBuilder(String str) | It creates a String Builder with the specified string. |
| StringBuilder(int length) | It creates an empty String Builder with the specified capacity as length. |

## **Important methods of StringBuilder class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| public StringBuilder append(String s) | It is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc. |
| public StringBuilder insert(int offset, String s) | It is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc. |
| public StringBuilder replace(int startIndex, int endIndex, String str) | It is used to replace the string from specified startIndex and endIndex. |
| public StringBuilder delete(int startIndex, int endIndex) | It is used to delete the string from specified startIndex and endIndex. |
| public StringBuilder reverse() | It is used to reverse the string. |
| public int capacity() | It is used to return the current capacity. |
| public void ensureCapacity(int minimumCapacity) | It is used to ensure the capacity at least equal to the given minimum. |
| public char charAt(int index) | It is used to return the character at the specified position. |
| public int length() | It is used to return the length of the string i.e. total number of characters. |
| public String substring(int beginIndex) | It is used to return the substring from the specified beginIndex. |
| public String substring(int beginIndex, int endIndex) | It is used to return the substring from the specified beginIndex and endIndex. |

# Java StringBuffer Class

Java StringBuffer class is used to create mutable (modifiable) String objects. The StringBuffer class in Java is the same as String class except it is mutable i.e. it can be changed.

#### **Note: Java StringBuffer class is thread-safe i.e. multiple threads cannot access it simultaneously. So it is safe and will result in an order.**

### **Important Constructors of StringBuffer Class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| StringBuffer() | It creates an empty String buffer with the initial capacity of 16. |
| StringBuffer(String str) | It creates a String buffer with the specified string.. |
| StringBuffer(int capacity) | It creates an empty String buffer with the specified capacity as length. |

### **Important methods of StringBuffer class**

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| public synchronized StringBuffer | append(String s) | It is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc. |
| public synchronized StringBuffer | insert(int offset, String s) | It is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc. |
| public synchronized StringBuffer | replace(int startIndex, int endIndex, String str) | It is used to replace the string from specified startIndex and endIndex. |
| public synchronized StringBuffer | delete(int startIndex, int endIndex) | It is used to delete the string from specified startIndex and endIndex. |
| public synchronized StringBuffer | reverse() | is used to reverse the string. |
| public int | capacity() | It is used to return the current capacity. |
| public void | ensureCapacity(int minimumCapacity) | It is used to ensure the capacity at least equal to the given minimum. |
| public char | charAt(int index) | It is used to return the character at the specified position. |
| public int | length() | It is used to return the length of the string i.e. total number of characters. |
| public String | substring(int beginIndex) | It is used to return the substring from the specified beginIndex. |
| public String | substring(int beginIndex, int endIndex) | It is used to return the substring from the specified beginIndex and endIndex. |

# Thread Concept in Java

Before introducing the **thread concept**, we were unable to run more than one task in parallel. It was a drawback, and to remove that drawback, **Thread Concept** was introduced.

A **Thread** is a very light-weighted process, or we can say the smallest part of the process that allows a program to operate more efficiently by running multiple tasks simultaneously.

In order to perform complicated tasks in the background, we used the **Thread concept in Java**. All the tasks are executed without affecting the main program. In a program or process, all the threads have their own separate path for execution, so each thread of a process is independent.

* Another benefit of using **thread** is that if a thread gets an exception or an error at the time of its execution, it doesn't affect the execution of the other threads. All the threads share a common memory and have their own stack, local variables and program counter. When multiple threads are executed in parallel at the same time, this process is known as [**Multithreading**](https://www.javatpoint.com/multithreading-in-java).
* In a simple way, a Thread is a:
* Feature through which we can perform multiple activities within a single process.
* Lightweight process.
* Series of executed statements.
* Nested sequence of method calls.

## **Thread Model**

Just like a process, a thread exists in several states. These states are as follows:
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**1) New (Ready to run)**

A thread is in **New** when it gets CPU time.

**2) Running**

A thread is in **a Running** state when it is under execution.

**3) Suspended**

A thread is in the **Suspended** state when it is temporarily inactive or under execution.

**4) Blocked**

A thread is in the **Blocked** state when it is waiting for resources.

**5) Terminated**

A thread comes in this state when at any given time, it halts its execution immediately.

## **Creating Thread**

A thread is created either by "creating or implementing" the **Runnable Interface** or by extending the **Thread class**. These are the only two ways through which we can create a thread.

### **Thread Class**

A **Thread class** has several methods and constructors which allow us to perform various operations on a thread. The Thread class extends the **Object** class. The **Object** class implements the **Runnable** interface. The thread class has the following constructors that are used to perform various operations.

* **Thread()**
* **Thread(Runnable, String name)**
* **Thread(Runnable target)**
* **Thread(ThreadGroup group, Runnable target, String name)**
* **Thread(ThreadGroup group, Runnable target)**
* **Thread(ThreadGroup group, String name)**
* **Thread(ThreadGroup group, Runnable target, String name, long stackSize)**

### **Runnable Interface(run() method)**

The Runnable interface is required to be implemented by that class whose instances are intended to be executed by a thread. The runnable interface gives us the **run()** method to perform an action for the thread.

### **start() method**

The method is used for starting a thread that we have newly created. It starts a new thread with a new callstack. After executing the **start()** method, the thread changes the state from New to Runnable. It executes the **run() method** when the thread gets the correct time to execute it.

# Upcasting and Downcasting in Java

A process of converting one data type to another is known as **Typecasting** and **Upcasting** and **Downcasting** is the type of object typecasting. In Java, the object can also be typecasted like the datatypes. **Parent** and **Child** objects are two types of objects. So, there are two types of typecasting possible for an object, i.e., **Parent to Child** and **Child to Parent** or can say **Upcasting** and **Downcasting**.

In [Java](https://www.javatpoint.com/java-tutorial), the object can also be typecasted like the datatypes. **Parent** and **Child objects** are two types of objects. So, there are two types of typecasting possible for an object, i.e., **Parent to Child** and **Child to Parent** or can say **Upcasting** and **Downcasting**.

**Typecasting** is used to ensure whether variables are correctly processed by a function or not. In **Upcasting** and **Downcasting**, we typecast **a child object to a parent object** and **a parent object to a child object** simultaneously. We can perform Upcasting implicitly or explicitly, but downcasting cannot be implicitly possible.
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Let's dive into deep of both these type of object casting:

### **1) Upcasting**

**Upcasting** is a type of object typecasting in which a **child object** is typecasted to a **parent class object**. By using the Upcasting, we can easily access the variables and methods of the parent class to the child class. Here, we don't access all the variables and the method. We access only some specified variables and methods of the child class. **Upcasting** is also known as **Generalization** and **Widening**.

**UpcastingExample.java**

1. **class**  Parent{
2. **void** PrintData() {
3. System.out.println("method of parent class");
4. }
5. }
7. **class** Child **extends** Parent {
8. **void** PrintData() {
9. System.out.println("method of child class");
10. }
11. }
12. **class** UpcastingExample{
13. **public** **static** **void** main(String args[]) {
15. Parent obj1 = (Parent) **new** Child();
16. Parent obj2 = (Parent) **new** Child();
17. obj1.PrintData();
18. obj2.PrintData();
19. }
20. }

**Output:**
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### **2) Downcasting**

**Upcasting** is another type of object typecasting. In Upcasting, we assign a parent class reference object to the child class. In Java, we cannot assign a parent class reference object to the child class, but if we perform downcasting, we will not get any compile-time error. However, when we run it, it throws the **"ClassCastException"**. Now the point is if downcasting is not possible in Java, then why is it allowed by the compiler? In Java, some scenarios allow us to perform downcasting. Here, the subclass object is referred by the parent class.

Below is an example of downcasting in which both the valid and the invalid scenarios are explained:

**DowncastingExample.java**

ADVERTISEMENT

1. //Parent class
2. **class** Parent {
3. String name;
5. // A method which prints the data of the parent class
6. **void** showMessage()
7. {
8. System.out.println("Parent method is called");
9. }
10. }
12. // Child class
13. **class** Child **extends** Parent {
14. **int** age;
16. // Performing overriding
17. @Override
18. **void** showMessage()
19. {
20. System.out.println("Child method is called");
21. }
22. }
24. **public** **class** Downcasting{
26. **public** **static** **void** main(String[] args)
27. {
28. Parent p = **new** Child();
29. p.name = "Shubham";
31. // Performing Downcasting Implicitly
32. //Child c = new Parent(); // it gives compile-time error
34. // Performing Downcasting Explicitly
35. Child c = (Child)p;
37. c.age = 18;
38. System.out.println(c.name);
39. System.out.println(c.age);
40. c.showMessage();
41. }
42. }

**Output:**
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### **Why we need Upcasting and Downcasting?**

In Java, we rarely use **Upcasting**. We use it when we need to develop a code that deals with only the parent class. **Downcasting** is used when we need to develop a code that accesses behaviors of the child class.
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### **Difference between Upcasting and Downcasting**

These are the following differences between Upcasting and Downcasting:

|  |  |  |
| --- | --- | --- |
| **S.No** | **Upcasting** | **Downcasting** |
| 1. | A child object is typecasted to a parent object. | The reference of the parent class object is passed to the child class. |
| 2. | We can perform Upcasting implicitly or explicitly. | Implicitly Downcasting is not possible. |
| 3. | In the child class, we can access the methods and variables of the parent class. | The methods and variables of both the classes(parent and child) can be accessed. |
| 4. | We can access some specified methods of the child class. | All the methods and variables of both classes can be accessed by performing downcasting. |
| 5. | Parent p = new Parent() | Parent p = new Child() Child c = (Child)p; |

# Multithreading in Java

**Multithreading in**[**Java**](https://www.javatpoint.com/java-tutorial) is a process of executing multiple threads simultaneously.

A thread is a lightweight sub-process, the smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking.

However, we use multithreading than multiprocessing because threads use a shared memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process.

Java Multithreading is mostly used in games, animation, etc.

### **Advantages of Java Multithreading**

1) It **doesn't block the user** because threads are independent and you can perform multiple operations at the same time.

2) You **can perform many operations together, so it saves time**.

3) Threads are **independent**, so it doesn't affect other threads if an exception occurs in a single thread.

## **Multitasking**

Multitasking is a process of executing multiple tasks simultaneously. We use multitasking to utilize the CPU. Multitasking can be achieved in two ways:

* Process-based Multitasking (Multiprocessing)
* Thread-based Multitasking (Multithreading)

### **1) Process-based Multitasking (Multiprocessing)**

* Each process has an address in memory. In other words, each process allocates a separate memory area.
* A process is heavyweight.
* Cost of communication between the process is high.
* Switching from one process to another requires some time for saving and loading [registers](https://www.javatpoint.com/register-memory), memory maps, updating lists, etc.

### **2) Thread-based Multitasking (Multithreading)**

* Threads share the same address space.
* A thread is lightweight.
* Cost of communication between the thread is low.

#### **Note: At least one process is required for each thread.**

## **What is Thread in java**

A thread is a lightweight subprocess, the smallest unit of processing. It is a separate path of execution.

Threads are independent. If there occurs exception in one thread, it doesn't affect other threads. It uses a shared memory area.

#### **Note: At a time one thread is executed only.**

## **Java Thread class**

Java provides **Thread class** to achieve thread programming. Thread class provides [constructors](https://www.javatpoint.com/java-constructor) and methods to create and perform operations on a thread. Thread class extends [Object class](https://www.javatpoint.com/object-class) and implements Runnable interface.

## **Java Thread Methods**

|  |  |  |  |
| --- | --- | --- | --- |
| **S.N.** | **Modifier and Type** | **Method** | **Description** |
| 1) | void | [start()](https://www.javatpoint.com/java-thread-start-method) | It is used to start the execution of the thread. |
| 2) | void | [run()](https://www.javatpoint.com/java-thread-run-method) | It is used to do an action for a thread. |
| 3) | static void | [sleep()](https://www.javatpoint.com/java-thread-sleep-method) | It sleeps a thread for the specified amount of time. |
| 4) | static Thread | [currentThread()](https://www.javatpoint.com/java-thread-currentthread-method) | It returns a reference to the currently executing thread object. |
| 5) | void | [join()](https://www.javatpoint.com/java-thread-join-method) | It waits for a thread to die. |
| 6) | int | [getPriority()](https://www.javatpoint.com/java-thread-getpriority-method) | It returns the priority of the thread. |
| 7) | void | [setPriority()](https://www.javatpoint.com/java-thread-setpriority-method) | It changes the priority of the thread. |
| 8) | String | [getName()](https://www.javatpoint.com/java-thread-getname-method) | It returns the name of the thread. |
| 9) | void | [setName()](https://www.javatpoint.com/java-thread-setname-method) | It changes the name of the thread. |
| 10) | long | [getId()](https://www.javatpoint.com/java-thread-getid-method) | It returns the id of the thread. |
| 11) | boolean | [isAlive()](https://www.javatpoint.com/java-thread-isalive-method) | It tests if the thread is alive. |
| 12) | static void | [yield()](https://www.javatpoint.com/java-thread-yield-method) | It causes the currently executing thread object to pause and allow other threads to execute temporarily. |
| 13) | void | [suspend()](https://www.javatpoint.com/java-thread-suspend-method) | It is used to suspend the thread. |
| 14) | void | [resume()](https://www.javatpoint.com/java-thread-resume-method) | It is used to resume the suspended thread. |
| 15) | void | [stop()](https://www.javatpoint.com/java-thread-stop-method) | It is used to stop the thread. |
| 16) | void | [destroy()](https://www.javatpoint.com/java-thread-destroy-method) | It is used to destroy the thread group and all of its subgroups. |
| 17) | boolean | [isDaemon()](https://www.javatpoint.com/java-thread-isdaemon-method) | It tests if the thread is a daemon thread. |
| 18) | void | [setDaemon()](https://www.javatpoint.com/java-thread-setdaemon-method) | It marks the thread as daemon or user thread. |
| 19) | void | [interrupt()](https://www.javatpoint.com/java-thread-interrupt-method) | It interrupts the thread. |
| 20) | boolean | [isinterrupted()](https://www.javatpoint.com/java-thread-isinterrupted-method) | It tests whether the thread has been interrupted. |
| 21) | static boolean | [interrupted()](https://www.javatpoint.com/java-thread-interrupted-method) | It tests whether the current thread has been interrupted. |
| 22) | static int | [activeCount()](https://www.javatpoint.com/java-thread-activecount-method) | It returns the number of active threads in the current thread's thread group. |
| 23) | void | [checkAccess()](https://www.javatpoint.com/java-thread-checkaccess-method) | It determines if the currently running thread has permission to modify the thread. |
| 24) | static boolean | [holdLock()](https://www.javatpoint.com/java-thread-holdlock-method) | It returns true if and only if the current thread holds the monitor lock on the specified object. |
| 25) | static void | [dumpStack()](https://www.javatpoint.com/java-thread-dumpstack-method) | It is used to print a stack trace of the current thread to the standard error stream. |
| 26) | StackTraceElement[] | [getStackTrace()](https://www.javatpoint.com/java-thread-getstacktrace-method) | It returns an array of stack trace elements representing the stack dump of the thread. |
| 27) | static int | [enumerate()](https://www.javatpoint.com/java-thread-enumerate-method) | It is used to copy every active thread's thread group and its subgroup into the specified array. |
| 28) | Thread.State | [getState()](https://www.javatpoint.com/java-thread-getstate-method) | It is used to return the state of the thread. |
| 29) | ThreadGroup | [getThreadGroup()](https://www.javatpoint.com/java-thread-getthreadgroup-method) | It is used to return the thread group to which this thread belongs |
| 30) | String | [toString()](https://www.javatpoint.com/java-thread-tostring-method) | It is used to return a string representation of this thread, including the thread's name, priority, and thread group. |
| 31) | void | [notify()](https://www.javatpoint.com/java-thread-notify-method) | It is used to give the notification for only one thread which is waiting for a particular object. |
| 32) | void | [notifyAll()](https://www.javatpoint.com/java-thread-notifyall-method) | It is used to give the notification to all waiting threads of a particular object. |
| 33) | void | [setContextClassLoader()](https://www.javatpoint.com/java-thread-setcontextclassloader-method) | It sets the context ClassLoader for the Thread. |
| 34) | ClassLoader | [getContextClassLoader()](https://www.javatpoint.com/java-thread-getcontextclassloader-method) | It returns the context ClassLoader for the thread. |
| 35) | static Thread.UncaughtExceptionHandler | [getDefaultUncaughtExceptionHandler()](https://www.javatpoint.com/java-thread-getdefaultuncaughtexceptionhandler-method) | It returns the default handler invoked when a thread abruptly terminates due to an uncaught exception. |
| 36) | static void | [setDefaultUncaughtExceptionHandler()](https://www.javatpoint.com/java-thread-setdefaultuncaughtexceptionhandler-method) | It sets the default handler invoked when a thread abruptly terminates due to an uncaught exception. |

# Life cycle of a Thread (Thread States)

In Java, a thread always exists in any one of the following states. These states are:

1. New
2. Active
3. Blocked / Waiting
4. Timed Waiting
5. Terminated

## **Explanation of Different Thread States**

**New:** Whenever a new thread is created, it is always in the new state. For a thread in the new state, the code has not been run yet and thus has not begun its execution.

**Active:** When a thread invokes the start() method, it moves from the new state to the active state. The active state contains two states within it: one is **runnable**, and the other is **running**.

ADVERTISEMENT

* **Runnable:** A thread, that is ready to run is then moved to the runnable state. In the runnable state, the thread may be running or may be ready to run at any given instant of time. It is the duty of the thread scheduler to provide the thread time to run, i.e., moving the thread the running state.  
  A program implementing multithreading acquires a fixed slice of time to each individual thread. Each and every thread runs for a short span of time and when that allocated time slice is over, the thread voluntarily gives up the CPU to the other thread, so that the other threads can also run for their slice of time. Whenever such a scenario occurs, all those threads that are willing to run, waiting for their turn to run, lie in the runnable state. In the runnable state, there is a queue where the threads lie.
* **Running:** When the thread gets the CPU, it moves from the runnable to the running state. Generally, the most common change in the state of a thread is from runnable to running and again back to runnable.

**Blocked or Waiting:** Whenever a thread is inactive for a span of time (not permanently) then, either the thread is in the blocked state or is in the waiting state.

For example, a thread (let's say its name is A) may want to print some data from the printer. However, at the same time, the other thread (let's say its name is B) is using the printer to print some data. Therefore, thread A has to wait for thread B to use the printer. Thus, thread A is in the blocked state. A thread in the blocked state is unable to perform any execution and thus never consume any cycle of the Central Processing Unit (CPU). Hence, we can say that thread A remains idle until the thread scheduler reactivates thread A, which is in the waiting or blocked state.

When the main thread invokes the join() method then, it is said that the main thread is in the waiting state. The main thread then waits for the child threads to complete their tasks. When the child threads complete their job, a notification is sent to the main thread, which again moves the thread from waiting to the active state.

If there are a lot of threads in the waiting or blocked state, then it is the duty of the thread scheduler to determine which thread to choose and which one to reject, and the chosen thread is then given the opportunity to run.

**Timed Waiting:** Sometimes, waiting for leads to starvation. For example, a thread (its name is A) has entered the critical section of a code and is not willing to leave that critical section. In such a scenario, another thread (its name is B) has to wait forever, which leads to starvation. To avoid such scenario, a timed waiting state is given to thread B. Thus, thread lies in the waiting state for a specific span of time, and not forever. A real example of timed waiting is when we invoke the sleep() method on a specific thread. The sleep() method puts the thread in the timed wait state. After the time runs out, the thread wakes up and start its execution from when it has left earlier.

**Terminated:** A thread reaches the termination state because of the following reasons:

* When a thread has finished its job, then it exists or terminates normally.
* **Abnormal termination:** It occurs when some unusual events such as an unhandled exception or segmentation fault.

A terminated thread means the thread is no more in the system. In other words, the thread is dead, and there is no way one can respawn (active after kill) the dead thread.

* The following diagram shows the different states involved in the life cycle of a thread.

![Java thread life cycle](data:image/png;base64,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)

* **Explanation:** Whenever we spawn a new thread, that thread attains the new state. When the method start() is invoked on a thread, the thread scheduler moves that thread to the runnable state. Whenever the join() method is invoked on any thread instance, the current thread executing that statement has to wait for this thread to finish its execution, i.e., move that thread to the terminated state. Therefore, before the final print statement is printed on the console, the program invokes the method join() on thread t2, making the thread t1 wait while the thread t2 finishes its execution and thus, the thread t2 get to the terminated or dead state. Thread t1 goes to the waiting state because it is waiting for thread t2 to finish it's execution as it has invoked the method join() on thread t2.

# Thread Scheduler in Java

A component of Java that decides which thread to run or execute and which thread to wait is called a **thread scheduler in Java**. In Java, a thread is only chosen by a thread scheduler if it is in the runnable state. However, if there is more than one thread in the runnable state, it is up to the thread scheduler to pick one of the threads and ignore the other ones. There are some criteria that decide which thread will execute first. There are two factors for scheduling a thread i.e. **Priority** and **Time of arrival**.

**Priority:** Priority of each thread lies between 1 to 10. If a thread has a higher priority, it means that thread has got a better chance of getting picked up by the thread scheduler.

**Time of Arrival:** Suppose two threads of the same priority enter the runnable state, then priority cannot be the factor to pick a thread from these two threads. In such a case, **arrival time** of thread is considered by the thread scheduler. A thread that arrived first gets the preference over the other threads.

## **Thread Scheduler Algorithms**

On the basis of the above-mentioned factors, the scheduling algorithm is followed by a Java thread scheduler.

### **Time-slicing scheduling:**

Usually, the First Come First Serve algorithm is non-preemptive, which is bad as it may lead to infinite blocking (also known as starvation). To avoid that, some time-slices are provided to the threads so that after some time, the running thread has to give up the CPU. Thus, the other waiting threads also get time to run their job.

### **Preemptive-Priority Scheduling:**

The name of the scheduling algorithm denotes that the algorithm is related to the priority of the thread
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# Thread.sleep() in Java with Examples

The Java Thread class provides the two variant of the sleep() method. First one accepts only an arguments, whereas the other variant accepts two arguments. The method sleep() is being used to halt the working of a thread for a given amount of time. The time up to which the thread remains in the sleeping state is known as the sleeping time of the thread. After the sleeping time is over, the thread starts its execution from where it has left.

### **The sleep() Method Syntax:**

Following are the syntax of the sleep() method.

1. **public** **static** **void** sleep(**long** mls) **throws** InterruptedException
2. **public** **static** **void** sleep(**long** mls, **int** n) **throws** InterruptedException

The method sleep() with the one parameter is the native method, and the implementation of the native method is accomplished in another programming language. The other methods having the two parameters are not the native method. That is, its implementation is accomplished in Java. We can access the sleep() methods with the help of the Thread class, as the signature of the sleep() methods contain the static keyword. The native, as well as the non-native method, throw a checked Exception. Therefore, either try-catch block or the throws keyword can work here.

The Thread.sleep() method can be used with any thread. It means any other thread or the main thread can invoke the sleep() method.

### **Important Points to Remember About the Sleep() Method**

Whenever the Thread.sleep() methods execute, it always halts the execution of the current thread.

Whenever another thread does interruption while the current thread is already in the sleep mode, then the InterruptedException is thrown.

* If the system that is executing the threads is busy, then the actual sleeping time of the thread is generally more as compared to the time passed in arguments. However, if the system executing the sleep() method has less load, then the actual sleeping time of the thread is almost equal to the time passed in the argument.

# Can we start a thread twice

No. After starting a thread, it can never be started again. If you does so, an IllegalThreadStateException is thrown. In such case, thread will run once but for second time, it will throw exception.

* What if we call Java run() method directly instead start() method?
* Each thread starts in a separate call stack.
* Invoking the run() method from the main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack.

# Java join() method

The join() method in Java is provided by the java.lang.Thread class that permits one thread to wait until the other thread to finish its execution. Suppose th be the object the class Thread whose thread is doing its execution currently, then the th.join(); statement ensures that th is finished before the program does the execution of the next statement. When there are more than one thread invoking the join() method, then it leads to overloading on the join() method that permits the developer or programmer to mention the waiting period. However, similar to the sleep() method in Java, the join() method is also dependent on the operating system for the timing, so we should not assume that the join() method waits equal to the time we mention in the parameters. The following are the three overloaded join() methods.

## **Description of The Overloaded join() Method**

**join():** When the join() method is invoked, the current thread stops its execution and the thread goes into the wait state. The current thread remains in the wait state until the thread on which the join() method is invoked has achieved its dead state. If interruption of the thread occurs, then it throws the InterruptedException.

**Syntax:**

* **Iterable Interface**

**The Iterable interface is the root interface for all the collection classes. The Collection interface extends the Iterable interface and therefore all the subclasses of Collection interface also implement the Iterable interface.**

**It contains only one abstract method. i.e.,**

**Iterator<T> iterator()**

**It returns the iterator over the elements of type T.**

## **List Interface**

List interface is the child interface of Collection interface. It inhibits a list type data structure in which we can store the ordered collection of objects. It can have duplicate values.

List interface is implemented by the classes ArrayList, LinkedList, Vector, and Stack.

## **Collection Interface**

The Collection interface is the interface which is implemented by all the classes in the collection framework. It declares the methods that every collection will have. In other words, we can say that the Collection interface builds the foundation on which the collection framework depends.

Some of the methods of Collection interface are Boolean add ( Object obj), Boolean addAll ( Collection c), void clear(), etc. which are implemented by all the subclasses of Collection interface.

## **ArrayList**

The ArrayList class implements the List interface. It uses a dynamic array to store the duplicate element of different data types. The ArrayList class maintains the insertion order and is non-synchronized. The elements stored in the ArrayList class can be randomly accessed.

## **LinkedList**

LinkedList implements the Collection interface. It uses a doubly linked list internally to store the elements. It can store the duplicate elements. It maintains the insertion order and is not synchronized. In LinkedList, the manipulation is fast because no shifting is required.

## **Vector**

Vector uses a dynamic array to store the data elements. It is similar to ArrayList. However, It is synchronized and contains many methods that are not the part of Collection framework.

## **Stack**

The stack is the subclass of Vector. It implements the last-in-first-out data structure, i.e., Stack. The stack contains all of the methods of Vector class and also provides its methods like boolean push(), boolean peek(), boolean push(object o), which defines its properties.

## **Queue Interface**

Queue interface maintains the first-in-first-out order. It can be defined as an ordered list that is used to hold the elements which are about to be processed. There are various classes like PriorityQueue, Deque, and ArrayDeque which implements the Queue interface.

## **PriorityQueue**

The PriorityQueue class implements the Queue interface. It holds the elements or objects which are to be processed by their priorities. PriorityQueue doesn't allow null values to be stored in the queue.

## **Deque Interface**

Deque interface extends the Queue interface. In Deque, we can remove and add the elements from both the side. Deque stands for a double-ended queue which enables us to perform the operations at both the ends.

## **ArrayDeque**

ArrayDeque class implements the Deque interface. It facilitates us to use the Deque. Unlike queue, we can add or delete the elements from both the ends.

ArrayDeque is faster than ArrayList and Stack and has no capacity restrictions.

## **Set Interface**

Set Interface in Java is present in java.util package. It extends the Collection interface. It represents the unordered set of elements which doesn't allow us to store the duplicate items. We can store at most one null value in Set. Set is implemented by HashSet, LinkedHashSet, and TreeSet.

## **HashSet**

HashSet class implements Set Interface. It represents the collection that uses a hash table for storage. Hashing is used to store the elements in the HashSet. It contains unique items.

## **LinkedHashSet**

LinkedHashSet class represents the LinkedList implementation of Set Interface. It extends the HashSet class and implements Set interface. Like HashSet, It also contains unique elements. It maintains the insertion order and permits null elements.

## **SortedSet Interface**

SortedSet is the alternate of Set interface that provides a total ordering on its elements. The elements of the SortedSet are arranged in the increasing (ascending) order. The SortedSet provides the additional methods that inhibit the natural ordering of the elements.

## **TreeSet**

Java TreeSet class implements the Set interface that uses a tree for storage. Like HashSet, TreeSet also contains unique elements. However, the access and retrieval time of TreeSet is quite fast. The elements in TreeSet stored in ascending order.

Java Collections class

Java collection class is used exclusively with static methods that operate on or return collections. It inherits Object class.

The important points about Java Collections class are:

* Java Collection class supports the **polymorphic algorithms** that operate on collections.
* Java Collection class throws a **NullPointerException** if the collections or class objects provided to them are null.
* Difference between Comparable and Comparator
* Comparable and Comparator both are interfaces and can be used to sort collection elements.
* However, there are many differences between Comparable and Comparator interfaces that are given below.

|  |  |
| --- | --- |
| **Comparable** | **Comparator** |
| 1) Comparable provides a **single sorting sequence**. In other words, we can sort the collection on the basis of a single element such as id, name, and price. | The Comparator provides **multiple sorting sequences**. In other words, we can sort the collection on the basis of multiple elements such as id, name, and price etc. |
| 2) Comparable **affects the original class**, i.e., the actual class is modified. | Comparator **doesn't affect the original class**, i.e., the actual class is not modified. |
| 3) Comparable provides **compareTo() method** to sort elements. | Comparator provides **compare() method** to sort elements. |
| 4) Comparable is present in **java.lang** package. | A Comparator is present in the **java.util** package. |
| 5) We can sort the list elements of Comparable type by **Collections.sort(List)** method. | We can sort the list elements of Comparator type by **Collections.sort(List, Comparator)** method. |
|  |  |

**34 Java Collections Interview Questions**

**In Java, collection interview questions are most asked by the interviewers. Here is the list of the most asked collections interview questions with answers.**

**1) What is the Collection framework in Java?**

**Collection Framework is a combination of classes and interface, which is used to store and manipulate the data in the form of objects. It provides various classes such as ArrayList, Vector, Stack, and HashSet, etc. and interfaces such as List, Queue, Set, etc. for this purpose**

**2) What are the main differences between array and collection?**

**Array and Collection are somewhat similar regarding storing the references of objects and manipulating the data, but they differ in many ways. The main differences between the array and Collection are defined below:**

* **Arrays are always of fixed size, i.e., a user can not increase or decrease the length of the array according to their requirement or at runtime, but In Collection, size can be changed dynamically as per need.**
* **Arrays can only store homogeneous or similar type objects, but in Collection, heterogeneous objects can be stored.**
* **Arrays cannot provide the ?ready-made? methods for user requirements as sorting, searching, etc. but Collection includes readymade methods to use.**

### **4) What is the difference between ArrayList and Vector?**

|  |  |  |
| --- | --- | --- |
| **No.** | **ArrayList** | **Vector** |
| 1) | ArrayList is not synchronized. | Vector is synchronized. |
| 2) | ArrayList is not a legacy class. | Vector is a legacy class. |
| 3) | ArrayList increases its size by 50% of the array size. | Vector increases its size by doubling the array size. |
| 4) | ArrayList is not ?thread-safe? as it is not synchronized. | Vector list is ?thread-safe? as it?s every method is synchronized |

**5) What is the difference between ArrayList and LinkedList?**

|  |  |  |
| --- | --- | --- |
| **No.** | **ArrayList** | **LinkedList** |
| **1)** | **ArrayList uses a dynamic array.** | **LinkedList uses a doubly linked list.** |
| **2)** | **ArrayList is not efficient for manipulation because too much is required.** | **LinkedList is efficient for manipulation.** |
| **3)** | **ArrayList is better to store and fetch data.** | **LinkedList is better to manipulate data.** |
| **4)** | **ArrayList provides random access.** | **LinkedList does not provide random access.** |
| **5)** | **ArrayList takes less memory overhead as it stores only object** | **LinkedList takes more memory overhead, as it stores the object as well as the address of that object.** |

**6) What is the difference between Iterator and ListIterator?**

**Iterator traverses the elements in the forward direction only whereas ListIterator traverses the elements into forward and backward direction.**

|  |  |  |
| --- | --- | --- |
| **No.** | **Iterator** | **ListIterator** |
| **1)** | **The Iterator traverses the elements in the forward direction only.** | **ListIterator traverses the elements in backward and forward directions both.** |
| **2)** | **The Iterator can be used in List, Set, and Queue.** | **ListIterator can be used in List only.** |
| **3)** | **The Iterator can only perform remove operation while traversing the collection.** | **ListIterator can perform ?add,? ?remove,? and ?set? operation while traversing the collection.** |

**7) What is the difference between Iterator and Enumeration?**

|  |  |  |
| --- | --- | --- |
| **No.** | **Iterator** | **Enumeration** |
| **1)** | **The Iterator can traverse legacy and non-legacy elements.** | **Enumeration can traverse only legacy elements.** |
| **2)** | **The Iterator is fail-fast.** | **Enumeration is not fail-fast.** |
| **3)** | **The Iterator is slower than Enumeration.** | **Enumeration is faster than Iterator.** |
| **4)** | **The Iterator can perform remove operation while traversing the collection.** | **The Enumeration can perform only traverse operation on the collection.** |

**8) What is the difference between List and Set?**

**The List and Set both extend the collection interface. However, there are some differences between the both which are listed below.**

* **The List can contain duplicate elements whereas Set includes unique items.**
* **The List is an ordered collection which maintains the insertion order whereas Set is an unordered collection which does not preserve the insertion order.**
* **The List interface contains a single legacy class which is Vector class whereas Set interface does not have any legacy class.**
* **The List interface can allow n number of null values whereas Set interface only allows a single null value.**

### **9) What is the difference between HashSet and TreeSet?**

The HashSet and TreeSet, both classes, implement Set interface. The differences between the both are listed below.

* **HashSet maintains�no order�whereas TreeSet maintains�ascending order.**
* **HashSet impended by hash table whereas TreeSet implemented by a Tree structure.**
* **HashSet performs faster than TreeSet.**
* **HashSet is backed by HashMap whereas TreeSet is backed by TreeMap.**

**10) What is the difference between Set and Map?**

**The differences between the Set and Map are given below.**

* **Set contains values only whereas Map contains key and values both.**
* **Set contains unique values whereas Map can contain unique Keys with duplicate values.**
* **Set holds a single number of null value whereas Map can include a single null key with n number of null values.**

**11) What is the difference between HashSet and HashMap?**

**The differences between the HashSet and HashMap are listed below.**

* **HashSet contains only values whereas HashMap includes the entry (key, value). HashSet can be iterated, but HashMap needs to convert into Set to be iterated.**
* **HashSet implements Set interface whereas HashMap implements the Map interface**
* **HashSet cannot have any duplicate value whereas HashMap can contain duplicate values with unique keys.**
* **HashSet contains the only single number of null value whereas HashMap can hold a single null key with n number of null values.**

**12) What is the difference between HashMap and TreeMap?**

**The differences between the HashMap and TreeMap are given below.**

* **HashMap maintains�no order, but TreeMap maintains�ascending order.**
* **HashMap is implemented by hash table whereas TreeMap is implemented by a Tree structure.**
* **HashMap can be sorted by Key or value whereas TreeMap can be sorted by Key.**
* **HashMap may contain a null key with multiple null values whereas TreeMap cannot hold a null key but can have multiple null values.**

**13) What is the difference between HashMap and Hashtable?**

|  |  |  |
| --- | --- | --- |
| **No.** | **HashMap** | **Hashtable** |
| **1)** | **HashMap is not synchronized.** | **Hashtable is synchronized.** |
| **2)** | **HashMap can contain one null key and multiple null values.** | **Hashtable cannot contain any null key or null value.** |
| **3)** | **HashMap is not ?thread-safe,? so it is useful for non-threaded applications.** | **Hashtable is thread-safe, and it can be shared between various threads.** |
| **4)** | **4) HashMap inherits the AbstractMap class** | **Hashtable inherits the Dictionary class.** |

**14) What is the difference between Collection and Collections?**

**The differences between the Collection and Collections are given below.**

* **The Collection is an interface whereas Collections is a class.**
* **The Collection interface provides the standard functionality of data structure to List, Set, and Queue. However, Collections class is to sort and synchronize the collection elements.**
* **The Collection interface provides the methods that can be used for data structure whereas Collections class provides the static methods which can be used for various operation on a collection.**

**15) What is the difference between Comparable and Comparator?**

|  |  |  |
| --- | --- | --- |
| **No.** | **Comparable** | **Comparator** |
| **1)** | **Comparable provides only one sort of sequence.** | **The Comparator provides multiple sorts of sequences.** |
| **2)** | **It provides one method named compareTo().** | **It provides one method named compare().** |
| **3)** | **It is found in java.lang package.** | **It is located in java.util package.** |
| **4)** | **If we implement the Comparable interface, The actual class is modified.** | **The actual class is not changed.** |

**16) What do you understand by BlockingQueue?**

**BlockingQueue is an interface which extends the Queue interface. It provides concurrency in the operations like retrieval, insertion, deletion. While retrieval of any element, it waits for the queue to be non-empty. While storing the elements, it waits for the available space. BlockingQueue cannot contain null elements, and implementation of BlockingQueue is thread-safe.**

**Syntax:**

1. **public interface BlockingQueue<E> extends Queue <E>**

**17) What is the advantage of Properties file?**

**If you change the value in the properties file, you don't need to recompile the java class. So, it makes the application easy to manage. It is used to store information which is to be changed frequently. Consider the following example.**

**8) What does the hashCode() method?**

**The hashCode() method returns a hash code value (an integer number)**

**The hashCode() method returns the same integer number if two keys (by calling equals() method) are identical.**

**However, it is possible that two hash code numbers can have different or the same keys.**

**If two objects do not produce an equal result by using the equals() method, then the hashcode() method will provide the different integer result for both the objects.**

**19) Why we override equals() method?**

**The equals method is used to check whether two objects are the same or not. It needs to be overridden if we want to check the objects based on the property.**

**For example, Employee is a class that has 3 data members: id, name, and salary. However, we want to check the equality of employee object by the salary. Then, we need to override the equals() method.**

**20) How to synchronize List, Set and Map elements?**

**Yes, Collections class provides methods to make List, Set or Map elements as synchronized:**

**21) What is the advantage of the generic collection?**

**There are three main advantages of using the generic collection.**

* **If we use the generic class, we don't need typecasting.**
* **It is type-safe and checked at compile time.**
* **Generic confirms the stability of the code by making it bug detectable at compile time.**

**22) What is hash-collision in Hashtable and how it is handled in Java?**

**Two different keys with the same hash value are known as hash-collision. Two separate entries will be kept in a single hash bucket to avoid the collision. There are two ways to avoid hash-collision.**

* **Separate Chaining**
* **Open Addressing**

**23) What is the Dictionary class?**

**The Dictionary class provides the capability to store key-value pairs.**

**24) What is the default size of load factor in hashing based collection?**

**The default size of load factor is 0.75. The default capacity is computed as initial capacity \* load factor. For example, 16 \* 0.75 = 12. So, 12 is the default capacity of Map.**

**25) What do you understand by fail-fast?**

**The Iterator in java which immediately throws ConcurrentmodificationException, if any structural modification occurs i**

**in, is called as a Fail-fast iterator. Fail-fats iterator does not require any extra space in memory.** **26)**[**What is the difference between Array and ArrayList?**](https://www.javatpoint.com/array-vs-arraylist-in-java)

**The main differences between the Array and ArrayList are given below.**

|  |  |  |
| --- | --- | --- |
| **SN** | **Array** | **ArrayList** |
| **1** | **The Array is of fixed size, means we cannot resize the array as per need.** | **ArrayList is not of the fixed size we can change the size dynamically.** |
| **2** | **Arrays are of the static type.** | **ArrayList is of dynamic size.** |
| **3** | **Arrays can store primitive data types as well as objects.** | **ArrayList cannot store the primitive data types it can only store the objects.** |

**27)**[**What is the difference between the length of an Array and size of ArrayList?**](https://www.javatpoint.com/difference-between-length-of-array-and-size-of-arraylist-in-java)

**The length of an array can be obtained using the property of length whereas ArrayList does not support length property, but we can use size() method to get the number of objects in the list.**

**Finding the length of the array**

1. **Int [] array = new int[4];**
2. **System.out.println("The size of the array is " + array.length);**

**Finding the size of the ArrayList**

1. **ArrayList<String> list=new ArrayList<String>();**
2. **list.add("ankit");��**
3. **list.add("nippun");**
4. **System.out.println(list.size());**

**28)**[**How to convert ArrayList to Array and Array to ArrayList?**](https://www.javatpoint.com/how-to-convert-arraylist-to-array-and-array-to-arraylist-in-java)

**We can convert an Array to ArrayList by using the asList() method of Arrays class. asList() method is the static method of Arrays class and accepts the List object**

1. **rrays.asList(item)**

**We can convert an ArrayList to Array using toArray() method of the ArrayList class. Consider the following syntax to convert the ArrayList to the List object.**

1. **List\_object.toArray(new�String[List\_object.size()])**

**29)**[**How to make Java ArrayList Read-Only?**](https://www.javatpoint.com/how-to-make-java-arraylist-read-only)

**We can obtain java ArrayList Read-only by calling the Collections.unmodifiableCollection() method. When we define an ArrayList as Read-only then we cannot perform any modification in the collection through �add(), remove() or set() method.**

**30)**[**How to remove duplicates from ArrayList?**](https://www.javatpoint.com/how-to-remove-duplicates-from-arraylist-in-java)

**There are two ways to remove duplicates from the ArrayList.**

* **Using HashSet: By using HashSet we can remove the duplicate element from the ArrayList, but it will not then preserve the insertion order.**
* **Using LinkedHashSet: We can also maintain the insertion order by using LinkedHashSet instead of HashSet.**

**The Process to remove duplicate elements from ArrayList using the LinkedHashSet:**